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Abstract. With the increment in software development complexity, approaches such as Domain-Driven Design
(DDD) are needed to tackle contemporary business domains. DDD is already being used in various software
projects with different architectural styles. Although some studies have explored the decomposition of business
domains or legacy monolithic systems into microservices, there is a lack of concrete information regarding the
practical implementation of DDD in this architectural style. The paper systematizes findings on the purpose of
using DDD, its patterns, associated technologies, and techniques to increase the clarity about the use of DDD
in microservices-based systems development. A systematic literature review of 35 articles was conducted.
Thematic analysis was employed to identify five high-order themes and 11 themes. Based on our analysis, we
have concluded that microservice identification emerges as the primary motivation behind developers' adoption
of DDD, but not the only usage of DDD reported in the literature. Finally, our analysis found benefits and
challenges in the use of DDD in Microservices Architecture which are translated to opportunity areas for future
works.
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AnHorammsi. C yBelMYeHHWEM CIOXHOCTH pa3pabOTKM MPOrpaMMHOIO OOECHEeUYeHUs Ul  penIeHHs
COBpEMEHHBIX OW3Hec-3aJad HEOOXOAMMBI TaKWe TIIOAXOABI, KaK IPeJMETHO-OPHEHTHPOBAHHOE
npoektupoBanre (Domain-Driven Design, DDD). DDD yxe HcHoib3yeTcst B pa3inyuHbIX MPOrPaMMHBIX
MIPOEKTAX C Pa3HBIMH aPXUTEKTYPHBIMHU CTHIISIMH. XOTSI B HEKOTOPBIX HCCIEOBAHMAX H3yJaJIOCh Pa3IOKeHNE
OM3HEC-TOMEHOB WM YHACJIEIOBAaHHBIX MOHOJNWTHBIX CHCTEM HAa MHKPOCEPBHCHI, IIOKA OTCYTCTBYET
KOHKpeTHast ”H(OpMAaIHs OTHOCHTENBHO pakTHdeckolt peanm3anuy DDD B sTom apxurexrypHoM cruie. J{is
TIOBBIIIEHHS SICHOCTH B OTHOIIEHNH Hcrionb3oBaHuss DDD B pa3paboTke cucTeM Ha OCHOBE MUKPOCEPBHCOB B
Halel CTaThe CHCTEMAaTH3MPOBAaHBI BBIBOABI O ILENsX ucronb3oBaHusi DDD, ero momensx, CBS3aHHBIX
TEXHOJIOTMAX M Meronax. Hamu Obl1 mpoBesieH cucTeMarhueckuid o030op nurepatypbl n3 35 crareil.
Temarnyecknii aHaaW3 MOMOT BBISBUTH 11 TeM M mATH TeM Ooiiee BhICOKOTO rmopsiaka. OCHOBBIBasCh Ha
MIPOJIETTAHHOM aHaJIM3€e, MbI IPHUILTH K BBIBOAY, YTO HACHTU(HUKAIMSI MUKPOCEPBUCOB CTAHOBHUTCS OCHOBHOM
MOTHBaIel NpuHATHs pazpadorunkamu DDD, HO mpu 3TOM BOBCE HE SIBIISETCS €IMHCTBEHHOW NPHYNHOM
ucronb3oBanus DDD, o kotopoii coobmaercs B auTeparype. HakoHer, Hall aHaiu3 BBISIBUIT TIPEUMYIIECTBA
u npobnemMsl B ucnonb3oBaHun DDD B apXuTeKType MHKPOCEPBHCOB, KOTOpbIe OYIYT YYUTHIBATHCS HPH
MpoBeieHUU paboT B OyaymieM.

KioueBbie cJioBa: NPEeIMETHO-OPUCHTUPOBAHHOC IIPOCKTUPOBAHUEC; MHMKPOCEPBHCHAs ApPXUTCKTYpa;
CUCTEeMATHYECKUI J'IPITepaTypHLIfI 0630p; TEMaTUYECKUH aHalu3.

Jst nurupoBanusi: Canrabpuanb-Anapkon X., Ouapan-Opnangec X. O., Jlumon K., Koprec-Bepnun M. K.
[IpeaMeTHO-OpHEHTUPOBAHHOE IPOSKTUPOBaHKE B MUKpocepBUcHOH apxutekrype. Tpyast UCIT PAH, Tom 36,
Bl 6, 2024 1., crp. 39-58 (Ha anrmiumiickom s3bike). DOI: 10.15514/ISPRAS-2024-36(6)-3.

BaarogapHoctu. PaGora Obuia mojgepkaHa TEKYIIUM HHCTHUTYIIHMOHAIBHBIM (puHaHCHpOBaHHeM. Hukakux
JOTOIHUTEIBHBIX TPAHTOB ISl IIPOBEJICHHS WIIM PYKOBOJCTBA 3THM KOHKPETHBIM HCCIISIOBAHUEM IMOIYYEHO
He OBLIO.

1. Introduction

This paper is an extension of work initially presented at the 11" International Conference in Software
Engineering Research and Innovation (CONISOFT 2023) [1]. The original study is a systematic
mapping study on Domain-Driven Design (DDDS) for Microservices Architecture Systems
Development. In this paper, we conducted a comprehensive systematic literature review and
employed thematic synthesis to identify and analyze patterns in the uses of DDD in this context.
This study synthesizes the findings from a broader range of primary studies and search strategies.
Since the release of Eric Evans' book "The Blue Book™ in 2004 [2], a community of practitioners
has emerged who explore the use of DDD and patterns in different software development projects.
DDD can be understood as an approach that addresses the complexities of a business by emphasizing
the team's focus on domain knowledge [2]. Some authors [3-5] have proposed patterns and
techniques to analyze business domains and incorporate that knowledge into software projects.
DDD patterns can be classified as strategic and tactical designs, which are the key elements of this
approach. Strategic design involves domain analysis and decomposition. On the other hand, tactical
design translates the knowledge acquired from strategic design into actual lines of code [4].

When applying MSA in practice, developers have encountered a range of challenges in achieving
the desired properties of this architectural style [6-9]. Based on the challenges highlighted by various
40
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authors concerning MSA, several studies aim to reduce the complexity in the development of
microservices-based systems. While some proposals have been put forth to address these challenges,
no definitive solution has emerged. However, the use of DDD has been featured prominently in
these proposals. This connection between DDD and MSA can be traced back to the 2014 definition
of MSA, and the principles of DDD have frequently been referenced within microservices.

Despite the theoretical discussion [10-11] of the relationship between these approaches,
uncertainties have surrounded their practical application. Additionally, the challenges associated
with MSA [7, 9], combined with those of DDD [11], have given rise to new challenges in the
practical implementation of microservices development with DDD. This lack of clarity regarding
DDD for microservices development has created a gap between theory and practice. The issue
concerning the knowledge gap between the theory and practice of DDD is directly tied to the
practical advantages it offers in designing microservices-based systems. In some studies, [12-13], a
set of strategies and techniques to design APIs have been reported to deal important decisions about
microservices, where the granularity definition of microservices has been one of the most important
themes around mentioned architecture. However, various ideas, patterns, and techniques within
DDD have often been cited concerning achieving mentioned benefits related to well-defined
granularity for microservices. Moreover, incorporating DDD principles suggests enhanced
efficiency in stakeholder collaborative work [13]. The mentioned benefits of DDD are examples of
potential solutions for microservices challenges, which are hindered by the lack of knowledge about
the use of DDD principles and patterns in a practical context.

This lack of clarity can be mitigated by analyzing practical cases documented in the literature
regarding the utilization of DDD in the development of microservices-based systems. While other
studies have addressed this issue, hone provide specific reasons for authors' decisions to employ
DDD in microservices development and the corresponding outcomes. Among these unexplored
aspects, it is crucial to determine the DDD techniques employed, identify the patterns utilized in
microservices design, and explore other pertinent details that shed light on the limitations and areas
of opportunity in using DDD for microservices-based development.

To better understand the practical use of DDD in developing microservices-based systems, this study
extends our previously systematic mapping study [1]. We conducted a systematic literature review
complemented with a thematic analysis. The objective was to investigate the current state of the art
in microservices development with DDD in practical scenarios. We compiled and analyzed a
collection of diverse studies that reported the use of DDD in their microservices projects from 2014
to 2023. The findings obtained from this evidence can assist developers in identifying the practical
applications and adaptations made by their peers when utilizing DDD. Furthermore, this research
can also help uncover DDD's limitations and identify areas of opportunity where this approach can
effectively address the main challenges associated with microservices development.

This study is organized as follows: Section 2 provides an overview of the related work in this field.
Section 3 outlines the research method chosen for conducting the systematic literature review. The
execution of this research method is described in Section 4. The results obtained from the research
method are presented in Section 5, followed by a discussion in Section 6. Section 7 addresses the
potential threats to the validity of this study. Finally, Section 8 presents the conclusions drawn from
the evidence collected in this research.

2. Related work

This section provides an overview of the research work associated with the objective of this study.
In a study by Singjai etal. 2021 [14], the authors investigated Architectural Design Decisions (ADD)
associated with API design and DDD patterns using a grounded theory research method. The APIs
developed using DDD served as the foundation for modeling microservices. Specifically, Singjai et
al. identified six ADDs and 27 decision options about utilizing the DDD domain model and strategic
patterns for delineating API specifics. It is important to note that this study was limited to gray
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literature and did not analyze white literature sources. Singjai et al. acknowledged the risk of
generalizing their findings, underscoring the potential for additional resources in different data
sources relevant to the research topic.

Schmidt et al. also conducted a relevant study in 2020 [15], which entailed a systematic literature
review focused on microservices identification proposals. This study examined two distinct
development approaches: Model-Driven Development (MDD) and DDD. The authors collected a
set of primary studies from 2013 to 2019, of which 27 were considered for review. Among these 27
primary studies, only four included DDD patterns specifically for microservices identification.
While the study primarily focused on white literature, it did not specifically address the examination
of DDD and MSA practices as its main objective. Given the time frame covered by Schmidt et al.
and the recent surge in research highlighting the relationship between DDD and MSA, as mentioned
in various studies [16-18], there arises a clear need for a dedicated study that concentrates on the
utilization of DDD within the context of developing microservices-based systems.

This study will solely encompass white literature to narrow the research scope and delve into
previously unexplored evidence of the integration of DDD and MSA. By concentrating solely on
white literature, we aim to complement existing related work and provide an analysis of DDD's
application in developing microservices-based systems.

3. Research method and conduction

This section describes the method followed for our systematic literature review. Firstly, we followed
the Kitchenham proposal [19] for evidence-based research on software engineering. In addition,
other methods were selected to complement some phases and activities of the research. The methods
used to complement the systematic literature review were: (I) Automatic search with Zhang et al.
proposal [20], (I1) Snowballing process proposed by Wohlin [21], (111) Narrative synthesis from
Popay et al. proposal [22], and (IV) Thematic synthesis from the proposal of Cruzes & Dyba [23].
To complement the analysis with thematic synthesis, some guidelines of the Thematic analysis
method proposed by Clark & Braun [24] were performed in this study.

3.1 Search process

We started following Phase 1 of the systematic literature review method proposed by Kitchenham.
Following the mentioned method, we defined and refined a set of research questions (RQ) during
the research process. These RQs were documented in a systematic literature review protocol [25]
and uploaded in Zenodo [25].

These RQs were guidelines for the research process and the key criteria for discarding or selecting
papers during the search process. Through a manual search, relevant studies were identified, and
they were the basis for performing an automatic search. We chose the proposal from Zhang et al.
[20] to create a search string that facilitates the identification of primary studies on different engines.
The automatic search method of Zhang et al. is closely related to systematic literature review studies
[19], and the proposal of strict metrics to evaluate the quality of a search string (Recall and Precision)
reduces the likelihood of missing relevant studies.

Following the automatic search proposal by Zhang et al., the relevant studies found from manual
search formed the Quasi-Gold Standard (QGS) [20]. The relevant studies identified after manual
search were published in the following databases: IEEE Xplore, ACM Digital Library,
ScienceDirect, and SpringerLink. With 18 studies that conformed to the QGS and IEEE Xplore
selected as the evaluation engine, we evaluated different versions of the search string with the Recall
and Precision metrics following the recommendations of Zhang et al. [20], where the search string
was only approved when its recall was at least 80%. Several iterations of search string evaluation
were performed.
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3.2 Selection process

Once the search string was built, we established inclusion and exclusion criteria based on the
characteristics of primary studies that formed the QGS. For the filter process, the selection criteria
were grouped into four stages. Stage 1 was performed through the year and type filters of engines
selected. Stage 2 grouped exclusion criteria related to the access of papers and the duplicated studies
between engines. This duplication was identified mainly between ACM Digital Library and IEEE
Xplore, where four duplicated studies were found during the manual search. Stage 3 involved the
reading of the title and abstract of each paper. Lastly, in Stage 4, the papers were downloaded and
read to confirm that the content answered at least one RQ.

As a result of the selection process, some papers were included and excluded through different
stages. A sum of 624 studies was collected from the execution of search strings in all engines. After
Stage 1, 357 studies were filtered. In Stage 2, 155 studies were discarded. After Stage 3, 79 studies
were discarded, obtaining 123 relevant studies. As a result of Stage 4, 31 primary studies were
identified.

3.3 Snowballing process

After the selection process, 31 primary studies were identified. However, some primary studies
could have been omitted during the selection process, so we decided to perform a snowballing
process. We chose the process proposed by Wohlim [21]. This method proposes a systematic
selection based on the relationship between studies through their references, which allows the
division of the entire process into backward and forward. Firstly, we performed a backward
snowhalling, followed by a foreward snowballing. At the end of the snowballing process, 35 primary
studies were identified as sum of the primary studies of automatic search and the four primary studies
found in snowballing [26-60].

3.4 Data extraction process

Following the recommendations of Kitchenham for a systematic literature review, we performed a
preliminary synthesis based on the proposal of Popay et al. [22] to identify the answers to the RQs.
We performed only some steps of narrative synthesis to confirm that each primary study answered
at least one RQ. This preliminary synthesis also allowed us to familiarize ourselves with the content
of primary studies. This familiarization phase is one of the first steps of thematic synthesis [23]. We
also performed a thematic synthesis, where the data was combined, and grouped into Themes to
express higher-order ideas such as Cruzes and Dyba expressed in their proposal [23].

3.5 Data synthesis

As part of Phase 2 of Kitchenham’s method is the Synthesis of research. This process is a crucial
part of the analysis of evidence. Through an interpretative and systematic process, new knowledge
is generated based on a set of data. Thematic synthesis allows us to combine, compare, and explore
the patterns in the data. These meaning patterns are helpful in generating new conclusions
(generalizations) to achieve the aim of this study and complete Kitchenham’s method. The thematic
synthesis method was based on the thematic analysis proposed by Braun and Clark [24], providing
guidelines to explore the evidence and cover the step "Data synthesis" of the Kitchenham method.
The first step of thematic synthesis corresponds to familiarization with primary studies. The
mentioned preliminary synthesis was also used to cover the first step. The second is identifying text
segments from primary studies that answer the RQs. This second step inspired the second data
extraction for thematic synthesis mentioned in Section 3.4. The third step was the label of text
segments. This step was performed through coding in MaxQDA? 2020, where the codes were filled

! https://www.maxqda.com/
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out in the tabular formats described in Section 3.4. The code labels were refined through consensus
among the authors of this study.

The fourth step was the identification of themes as a set of closely related codes. Each code
represents a relevant and single-faceted concept, while each theme represents a multi-faceted idea
[24]. Therefore, we grouped codes that explain the meaning of the same background idea. After
identifying the themes, they were grouped into higher-level taxonomies (Higher-order themes).
These higher-order themes related to a set of themes show the high-level overview of the data from
the evidence collected.

4. Results

The products obtained from the method conduction are shown in this section. These results
encompass answers for RQs and a thematic map that synthesizes all data collected by this study.
The use of DDD in microservices-based systems development has increased in recent years, where
2023 represents the year with the most significant number of primary studies published. The
distribution graphic with the publication years of primary studies is shown in Fig. 1.

Regarding the engines where primary studies were published, the IEEE Xplore was the engine where
the major number of primary studies were found, with 25 primary studies published. ACM Digital
Library was the second, with five primary studies published, ScienceDirect with three studies, and
SpringerLink with two studies. The graphic with the number of primary studies found per engine is
shown in Fig. 2.
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Fig. 1. Primary studies by publication years.

4.1 Answers to research questions

The RQs were the guidelines of this study, and the findings obtained for each RQ enabled us to
understand the state of research on the use of DDD for microservices-based systems. This section
answers the research questions mainly with quantitative data and some qualitative details. However,
the product of qualitative analysis is shown in Section 5.2.

(1) RQ-1: What are the purposes of using DDD for microservices-based systems development? In
the use of DDD reported by authors, four motivations were identified in microservices-based
systems development. These motivations are shown in Fig. 3.
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As shown in Fig. 3, almost all authors of the primary studies mentioned having used DDD for
microservices identification [26-52, 54-60], which consists of decomposing a business domain or
legacy system into partitions corresponding to microservice candidates.

30
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Fig. 2. Primary studies by engine.
Microservice Identification 34
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PS-20, PS-26 - P5$-31, P5-33 - P5-35]
Domain-Based Language Establishment 7
[P5-03, P5-09 - P5-12, P5-20, P5-34]

Wide Domain Decomposition
[PS-12, P5-13]

[
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(=]
-
(=]
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Fig. 3. Purposes of DDD Usage in Microservices-Based Systems Development.

For this purpose, the strategic patterns BC and Subdomain were commonly used. The second most
frequent purpose by which authors chose DDD was the design of each microservice [28-32, 35, 37,
39, 42, 45, 51-56, 58-60]. This design took place after the microservices identification, and it refers
to the definition of a domain model that reflects business knowledge isolated into each microservice.
The third purpose shown in Fig. 3 was using Ubiquitous Language (UL) to cultivate a common
language between domain experts and the development team to increase communication
effectiveness [28, 34-37, 45, 59]. The fourth purpose was only identified in two primary studies [37,
38]. It uses a Subdomain pattern to split a broad business domain into more manageable partitions.
Unlike microservices identification, the use of DDD for wide domain decomposition is about
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reducing the complexity of the business domain through partitioning, where each part of the domain
can be decomposed into several microservices.

(2) RQ-2: What is the evidence about the use of DDD for microservices-based systems
development? The first one was software systems, and the second was models. Fig. 4 shows the
systems developed by authors with DDD and Microservices Architecture. These systems were
classified into two kinds based on the details mentioned by the authors about their development
process and the context of the business domain problem.

As shown in Fig. 4, DDD was used to develop 36 microservices-based systems. Of these systems,
56,76% correspond to domains controlled and limited by authors to evaluate a proposal or explore
the use of some DDD patterns and principles (Example systems) [27, 29-30, 40, 44, 55-59]. On the
other hand, 43,24% of the mentioned systems correspond to real problems where it is necessary to
satisfy the necessity of the clients (Industry systems) [26, 28, 34-38, 45-50, 52-53, 58, 60].

Example systems
[PS-02, PS-04 - PS-05, PS-15, PS-19, 18 1
PS-30 - PS-34]

Industry systems

[PS-01, PS-03, PS-09 - PS-13, PS-20 1
- PS-25, PS-27 - PS-28, PS-33, PS-

35]
0 3 6 9 12 15 18 21
Microservices-based systems
H Developments from scratch Migrations Refactoring

Fig. 4. Microservices-Based Systems developed with DDD.

On the other hand, a set of models involved in the microservices design process were identified.
Some of them come from the DDD literature, but others were used to complement the design
obtained with DDD, according to the authors of primary studies. In Fig. 5, a set of models is shown,
classified by the type of system where the authors mentioned them.

Fig. 5 shows two DDD artifacts used during microservices design: the DDD Domain model and
Context map. However, the DDD artifacts were not enough to deal all the specification aspects of
microservices-based systems, reason why authors also used UML artifacts to complement the
preliminary design obtained with DDD models.

Some models were created by following a notation proposed by authors of primary studies, such as
the source model and sketching rough descriptions shown in Fig. 5. These artifacts do not seem to
follow a clear standard or notation.

(3) RQ-3: What DDD patterns are used in the microservices-based systems development? A
sum of 12 DDD patterns was used by the authors of primary studies in their microservices-based
systems design process. These patterns are shown in Fig. 6.

Based on Fig. 6, strategic patterns were mentioned mainly in industry systems, while tactical patterns
predominate in example systems. Fig. 6 shows BC as the DDD pattern most frequently mentioned
in primary studies [27-30, 34-38, 40, 44-48, 52, 54, 60]. This pattern was treated as a microservice
representation, and such as the definition by Evans [2], it delimits the scope of a model. The UL
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pattern was used by authors of primary studies [28, 34-37, 45-46, 59] to increase the effectiveness
of communication between domain experts and the development team, enabling a clear
understanding of the problem. In addition, it is one of the patterns (together with Subdomain, ACL,
and CS) that was only mentioned by authors who developed an industry system.

b P10, P20 P 5
[PS-03 - PS-05, PS-10, PS-20, PS-27 - PS-30]

Use cases model 1 5
[PS-09 - PS-11, PS-20, PS-30, PS-34]

Class model “ 1
[PS-05, PS-11, PS-15]
Database model

[PS-03, PS-10, PS-22, PS-25, PS-30] el 3

Context map 3
[PS-09, PS-11, PS-12]

Deployment model 2
[PS-11, PS-33]

Microservice interaction model 3
[PS-11, PS-35]

Sketching rough descriptions
[PS-03, PS-12]

Components model
[PS-35]

Actor context model 1
[PS-09]

Flowchart
[PS-29]
Source model
[PS-03]

0 5 10 15 20

Microservices-based Systems
m Example systems Industry systems

Fig. 5. Models used with DDD for microservices design.

Regarding tactical patterns, they were presented in a DDD domain model to obtain a domain-
oriented microservices design. Entity was the tactical pattern most frequently mentioned by authors
of primary studies [28-30, 35, 37, 45, 54, 60], and it was not always related to the Aggregate pattern.
Unlike Entity, Aggregate is a pattern that requires using Entity and, optionally, other patterns such
as Value object, Domain service, Repository, and others. Value object and Domain service were
mentioned only as building blocks of the Aggregate pattern. Another pattern used with Aggregate
was Repository, which was responsible for manipulating persistent data of an Aggregate through
ACID transactions (Atomicity, Consistency, Isolation, and Durability). Event-Sourcing was a
pattern mentioned during the DDD design [30], but no details were given about its usage in the
microservices design.

(4) RQ-4: What technologies are used with DDD for microservices-based systems
development? As reported by the authors, a set of technologies was identified in the microservices-
based systems developments with DDD. Most of the technologies were used to implement
microservices-based systems, and only three were reported as complements of the design with DDD
[30, 34]. They are shown in Table 1.

(5) RQ-05: What techniques are used with DDD in the microservices-based systems
development? The techniques of DDD used to complement DDD identified during the
microservices-based systems development are shown in Fig. 7.
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Bounded context
|PS-02 - PS-05, PS-09 - PS-13, PS-15, PS-19 - PS-23, PS-27, PS-29, PS-35]

Entity
[PS-03 - PS-05, PS-10, PS-12, PS-20, PS-29, PS-35]

Aggregate
[PS-03 - PS-05, PS-10, PS-20, PS-28]

Sub-domain
[PS-01, PS-10 - PS-13, PS-24, PS-29, PS-32]

Ubiquitous language
[PS-03, PS-09 - PS-12, PS-20 - PS-21, P5-34]

Domain service
|PS-04 - PS-05, PS-34]

Domain event
|PS-01, PS-03 - PS-04]

Value object
[PS-05, PS-10, PS-20]

Anti-corruption layer
[PS-20 - PS-21]

Event-Sourcing
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Fig. 6. Domain-Driven Design patterns used in microservices-based systems development.

Table 1. Technologies used with DDD for microservices-based systems development.

Technology name Description Primary studies Official web site
Eclipse Papyrus Design environment used by authors for | PS-05 https://eclipse.dev/pa
code derivation from a DDD domain pyrus/
model made with a UML Profile
ExplorViz The 3D tool used by authors to identify PS-09 https://explorviz.dev/
coupling degrees between BCs
(microservices).
Structure Static code analysis tool used to scan a PS-09 https://structure101.c
101 legacy monolithic project and obtain BC om/
candidates.

As shown in Fig. 7, the authors used two kinds of techniques during the microservices design:
elicitation techniques and DDD techniques. Context mapping was the DDD technique most
frequently used by authors to model microservices candidates as BCs in a context map [34, 36-35,
46, 52]. Event-Storming [4] was a technique related to DDD, as mentioned in PS-01 [26], to identify
subdomains, where each subdomain was considered a microservice. Although the authors of PS-01
[26] mentioned the work product obtained after Event-Storming execution (DDD subdomains), no
details were mentioned about the procedure followed to perform Event-Storming. Regarding
elicitation techniques, these were used together with UL [26, 28, 34, 36-37, 59, 60]. There are some
strategies described in DDD literature to cultivate a UL, such as Domain storytelling, Knowledge
crunching, and others. However, the authors of primary studies used interviews (mainly),
brainstorming, focus groups, and questionnaires to extract the domain knowledge from the

interaction with domain experts.
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Context mapping
[PS-09, PS-11 - PS-12, PS-21, PS-27]
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[PS-09, PS-11 - PS-12, PS-35]
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Focus group
[PS-12, PS-34]

Event storming
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[PS-12]
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Fig. 7. Techniques used together with DDD.

(6) RQ-06: What challenges are mentioned by authors during the development of
microservices-based systems? The authors mentioned 13 challenges when they used DDD in their
development processes. These challenges are shown in Fig. 8.

The challenges identified were classified into six categories based on the problems that the authors
described in primary studies. As shown in Fig. 10, the authors of primary studies mention two main
difficulties. The first one is the procedure that is not defined [27, 30, 45]. It consists of the lack of a
strict process to apply DDD techniques and patterns "correctly.”" The decision of what DDD pattern
should be used and how depends on the business domain and the comprehension of a software
engineer about the context of the problem. The second main challenge mentioned by authors of
primary studies is related to the limitations mentioned by Evans [2]. When technical complexity
predominates over the complexity of the business domain, DDD can complicate the solution [30,
42, 56]. The authors mentioned this because they do not recommend using DDD for developments
where the most significant complexity is technical.

(7) RQ-7: What proposals exist for the development of microservices-based systems with
DDD? Due to the incremental use of DDD in microservices-based systems development, some
authors have proposed procedural guidelines to overcome the most frequent challenges of
Microservice Architecture with the helplessness of DDD. These proposals are shown in Fig. 9, and
they were classified according to the proposal type described by the authors of primary studies where
they were extracted.

As shown in Fig. 9, 21 proposals were identified and classified into five categories. These categories
come from the denomination authors use to refer to their proposals. For example, the authors named
their proposals "Approaches" in six primary studies [35, 40, 43, 55-57]. In five primary studies [30,
33, 37, 39, 58], authors named their proposals as "Methodologies" and so on. Based on Fig. 9, it is
also possible to see that 80,95% of proposals were evaluated by authors. In comparison, 19.05%
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were not evaluated, postponing their evaluation to future works or delegating the evaluation for
interested lectures.

Procedure not defined
[PS-02, PS-05, PS-20]

Untreated technical complexity
[PS-05, PS-17, PS-31]

w

Experience required
[PS-30, PS-34]

High coupling between BCs
[PS-09, PS-33]

Lack of trazability
[PS-04 - PS-05]

N

Artifacts inconsistency
[PS-07]

[y

o
-
N
w
S

Primary studies

Fig. 8. Challenges faced with DDD in microservices-based systems development.

Approaches
[PS-10, PS-15, PS-18, PS-30 - PS-32]

I
(=1

Methodologies
|PS-05, PS-08, PS-12, PS-14, PS-33]

Processes
[PS-02, PS-21 - PS-22, PS-28]

Reference architectures
[PS-06 - PS-07, PS-16, PS-26]

Frameworks
[PS-03, PS-17]

0 1 2 3 4 5 6
Primary studies
u Evaluated proposals Proposals not evaluated

Fig. 9. Proposals for microservices design with DDD.
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4.2 Thematic Synthesis Results

As a result of the systematic literature review, a familiarization phase recommended by Braun and
Clark [24] was performed. However, a new data extraction was conducted based on RQs and
thematic synthesis guidelines [23]. This data collection enabled us to identify meaning patterns
among the data. This first level resulted in a set of code concepts seen as building blocks of themes.
A sum of 32 codes were identified from the evidence. These codes were transformed into 11 themes
that isolate the idea behind a group of codes. In the end, five higher-order themes were identified
through theme grouping. Based on the thematic synthesis process, it is possible to describe a
particular story of collected data, as mentioned by Braun and Clark [24]. This high-level overview
synthesized with thematic synthesis can be seen in Fig. 10 in the high-order themes model.

- -
- - -
- -

- -
- -
- -~

-~
Domain Model-based il Y <=
- Microservice Design Business-Technical Alignment S
- Advantages A
" p
. ’ ’| Detailed Microservices Design Microservices Architecture
. Pie Design
e x
] Design Support Technologies '
' 1
1
]
]
1

.
~ | Domain Model impiementation
Obstacles Challenges

Inherent Complexity of Domain- /
Driven Design

Microservices Sizing Benefits
=

Domain-Driven
Microservices Design

Cross-Stakeholders
Communication

-
-
__________

Fig. 10. Thematic Map of Domain-Driven Microservices Design.

(1) Cross-Stakeholders Communication. According to Vlad Khononov [4], the central idea of
DDD is the communication. The domain knowledge shared between domain experts and developers
should be clear and consistent. With this similar purpose, authors of primary studies familiarized
themselves with the domain experts' jargon and used it to cultivate a UL free of technical details and
ambiguous terms. This approach forms the basis of the theme "Ubiquitous Domain Language"”,
which consists of using UL as a business domain glossary to enrich the domain knowledge exchange
between stakeholders. This language is product of a distillation process, which is the idea behind the
"Domain Terminology Discovery" theme, and it is related to the use of elicitation techniques
mentioned in above sections.

(2) Microservice identification. Cultivating UL enables benefits related to effective
communication, but another consequence of its usage is the identification of BCs. Each BC acts as
a semantic boundary that delimits the meaning of the terms that conform to an UL. Through BCs, it
is possible to decompose a business domain into semantic domain partitions that represent
microservices. The theme "Domain Decomposition" encompasses all the activities and strategies
(described in the above sections) used by authors of primary studies for business domain partitioning
into BCs, subdomains, or Aggregates that represent microservices.
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Another strategy was identified using DDD analysis techniques to identify clusters of domain
concepts. The authors performed Event-storming to identify microservices candidates. This
technique and the use of domain events reflect the "Domain Data Flow Analysis" theme, which
involves the analysis of the closely related domain events that allowed authors to identify clusters
treated as microservices.

(3) Microservices Architecture Design. As shown in the above sections, all tactical design patterns
were translated into using the DDD domain model to design the business domain layer for each
microservice identified with strategic design. The domain layer is a crucial part of the architecture
of the microservices-based systems developed by authors, which is why the theme "Domain Model-
Based Microservices Design" was defined. However, some other technical details were not specified
with DDD artifacts.

Mainly in industry systems development, challenges related to the design specification of
microservices were mentioned. This lack of technical specification for microservices was why other
design patterns such as CQRS, Saga, Strangler Fig, and others were used together with standardized
diagrams to describe details related to the implementation of microservices. These design resources
used to refine the preliminary design obtained with DDD were defined as the "Detailed
Microservices Design" theme. We also notice another design resource to refine the design obtained
with DDD for each microservice. This is the use of technologies mentioned in primary studies PS-
05 and PS-09. This action to complement the design of microservices was defined as the "Design
Support Technologies" theme.

(4) Challenges. In answer to RQ6, challenges mentioned by authors of primary studies were
extracted. As a result of thematic analysis, these challenges were classified into two themes that
represent the two main difficulties faced by developers during microservices design with DDD. The
theme named "Inherent Complexity of Domain-Driven Design” is related to the lack of guidelines,
checkpoints, and a strict path to know if a developer is applying DDD correctly. Another challenge
was defined as "Domain Model Implementation Obstacles", which comes from the problems faced
by authors who tried to implement the DDD domain models. Some authors have made some
proposals; however, there are no rules, guidelines, or strict specific ways to generate code from these
DDD artifacts.

(5) Benefits. Just as the authors of primary studies have reported challenges in the use of DDD for
microservices-based systems development, some authors mentioned the benefits obtained from the
execution of some of DDD techniques and the use of its patterns. Some authors of primary studies
mentioned benefits related to development complexity. In PS-04, PS-05, and PS-30, authors
described the business domain complexity isolated into some DDD patterns such as BCs,
Aggregates, or Subdomains. This isolation enabled them to tackle the most significant complexity
of their microservices-based projects, the business domain logic. These benefits were grouped into
the theme "Business-Technical Alignment Advantages".

Furthermore, other primary study authors mentioned benefits during the microservices size
definition. Based on the decomposition process followed by authors, each microservice could
sometimes be represented as a BC or an Aggregate. This decomposition proposed by DDD
contributes to modifiability. These benefits related to the size of microservices were grouped in the
theme of “Microservices Sizing Benefits”.

5. Discussion

In this study, we successfully answered all the research questions by employing the research method
conduction. Our efforts involved collecting and synthesizing a wealth of knowledge on the practical
use of Domain-Driven Design (DDD) in developing microservices-based systems.

Analyzing the demographic results of the study yielded interesting findings, particularly an
increased interest in the adoption of DDD in Microservices Architecture (MSA). It is worth noting
that a gap exists between theoretical understanding and practical implementation of certain patterns,
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such as Subdomain or BC. Consequently, through this research, we have provided evidence-based
knowledge on these patterns and their application. Our findings complement the grounded theory
study published by Singjai et al. [14] and the systematic review conducted by Schmidt et al. [15],
offering valuable insights into the practical use of DDD in microservices system design.

The utilization of Domain-Driven Design (DDD) has emerged as a vital component in the domain
analysis phase of microservices-based systems development within the industry. Strategic design,
in particular, plays a crucial role in establishing a shared understanding among stakeholders,
enabling authors to express ideas unambiguously. Conversely, developers have primarily utilized
tactical design to tackle controlled domain problems and serve specific purposes. Additionally,
existing literature indicates that DDD has been employed to decompose business domains into
microservices candidates in the analysis process. However, it is important to note that the BC pattern
is not the only one utilized or emphasized in the literature. Using UL for stakeholder interaction is
a common practice in complex domains where developers may not be familiar with the domain. On
the other hand, applying Tactical design in industrial projects has been less frequent. Thus, certain
DDD patterns, such as Domain Event, Event-Sourcing, and Domain Services, remain underutilized
in real-world contexts.

6. Threats to validity and limitations

In the literature reviews, Kitchenham and other authors [19, 22-23] emphasized the importance of
reliability. This aspect was carefully considered throughout the research process, from manual
search to data synthesis using Cruzes and Dyba's proposal. We implemented a series of mitigation
measures to minimize potential biases at various stages of the research.

To ensure the selection of relevant papers was unbiased, we utilized a manual search approach and
established inclusion and exclusion criteria based on the Quasi-Gold Standard. These criteria helped
us avoid solely relying on one search engine's studies. Once we identified primary studies, we further
augmented our research by employing a snowballing technique. This process helped to minimize
the possibility of overlooking any relevant studies.

Once the selection process was complete, the chosen primary studies underwent a rigorous
evaluation by the authors of this study to ensure their relevance to at least one RQ. Also, the authors
continuously reviewed and revised their work during the data extraction process to maintain
accuracy. Review questions were developed and regularly evaluated to avoid omissions and confirm
that no crucial data had been missed. The same meticulous approach was applied when defining
themes and subthemes, with each code being meticulously linked to specific text segments and the
themes closely tied to these codes. In the same way, the names assigned to the codes, themes, and
higher-order themes were determined through collaborative revisions among the authors of this
study.

7. Conclusion

In this study, we adopted the systematic literature review method proposed by Kitchenham [19] to
examine the utilization of DDD in developing a microservices-based system. We formulated seven
research questions (RQs) to guide our research process and ensure focused research. Our selection
process involved both manual and automatic searches to identify relevant studies. Through this
process, we identified 31 primary studies. We also employed snowballing techniques to enhance our
selection, which led us to four additional studies. We then conducted a preliminary synthesis to
familiarize ourselves with the primary studies and address the RQs, mainly focusing on the
application of DDD in the development of microservices-based systems. To gather the necessary
data, we performed an extraction process. To provide a comprehensive analysis, we further
conducted a thematic synthesis utilizing the method proposed by Cruzes and Dyba. To complement
this approach, we also incorporated recommendations from the Braun and Clark proposal, ensuring
a robust analysis of the collected data.
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Throughout our analysis, we have identified specific details regarding the application of DDD that
contribute to enhancing effective knowledge sharing between developers and domain experts. These
details primarily revolve around the integration of UL with DDD and the utilization of various
elicitation techniques. Interestingly, these aspects have not been extensively addressed in related
studies, thereby providing fresh insights into the broader scope of DDD beyond its traditional
utilization for system decomposition.

Among the different uses we discovered, the most frequently reported one involves decomposing a
business domain or legacy system into microservices. However, our analysis captured new and
pertinent details about using strategic patterns to define the business scope of microservices, as well
as variations and adaptations.

Most authors in the primary studies highlighted the successful implementation of microservices,
explicitly noting the absence of coupling issues between microservices. Some authors went so far
as to underscore DDD's potential for achieving an optimal scope of microservices based on business
capabilities. While the remaining authors did not mention any problems in their DDD-driven
microservices systems, they did not specifically address certain characteristic aspects of DDD within
the context of MSA.

Despite the overall positive outcomes reported, some challenges persist in the practical application
of DDD. These challenges primarily stem from the perceived complexity of implementing DDD,
which can be particularly daunting for developers without prior experience analyzing and designing
intricate business domains. Additionally, there is an opportunity for future work in refining the
implementation of DDD artifacts, such as the domain model, to further enhance its effectiveness and
efficiency in microservices development. Finally, we envision future work focused on delving into
the creation of DDD patterns that allow the development of code that effectively represents the
underlying business logic, with minimal dependencies on specific programming languages based on
Object-Oriented Programming.
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